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Abstract. Knowledge graphs rely on a vast ecosystem of software tools,
such as parsers, APIs and reasoners. Yet, tool developers have little sup-
port to ensure tool reliability. Here, we demonstrate how recent advances
in test case generation for highly structured and constrained inputs can
support software developers in the semantic web field. We develop input
generators for RDF Turtle and the OWL EL profile, and report on nu-
merous bugs we found in parsers, reasoners and APIs of widely used tools
and libraries, as well as imprecisions in standards and documentation.
We provide actionable insights on using automated testing to increase
the reliability of software tools for knowledge graphs.
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1 Introduction

Knowledge graphs (KGs) [45] are used in business-critical applications, sup-
ported by a rich ecosystem of standards, technologies and software tools [39].
Nevertheless, quality considerations are mostly concerned with data or ontol-
ogy quality [103, 107], and rarely consider the software tools that underlie the
application. Software reliability, however, is as important as the quality and
reliability of the data that this software processes to establish reliability and
maintainability of the overall application. Indeed, the increasing use of digital
methods in other fields heavily relies on correct and reliable software. Misuse
of digital tools and software can lead to unexpected threats to validity and has
already had consequences in fields such as, e.g., biology, economics, physics, end
anthropology [24,67,92]. KGs, with their wide range of applications, should pro-
vide confidence when used—especially if they themselves are used to improve
confidence in an overall application, e.g., to counteract gaps or hallucinations in
neuro-symbolic AI [26,97].

In the semantic web field, the challenges of integrating and maintaining KG
tools, such as reasoners, are well recognized [43,52,74], yet there is little support
for the tool developers. To tackle this problem, we here investigate the applica-
bility of the most widespread and important software quality method: Testing.
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We propose a method to automate the testing procedure by generating input
data [3] for software that operates on KGs and ontologies. Automated test case
generation has found bugs in very mature, yet highly complex software classes:
SMT solvers [13,106], databases [2, 5], compilers [18], and others [64].

KGs pose a challenge for input generation, even if restricted to RDF and
associated technology, such as OWL: They are highly structured, yet subject to
numerous constraints. For example, if the generated test cases are to target a
certain OWL profile, one needs to impose restrictions on the ontology used as
a test case. We base our work on recent advances in language-based approaches
to automated testing, namely grammar-based fuzzing with complex semantic
invariants [93, 94]. Fuzzing techniques massively generate test inputs to cover
as much as possible of the input space. With the notable exception of symbolic
execution-based white box techniques, this is done with little to no knowledge
about the system-under-test [112].

In this paper, we present two input grammars with constraints that generate
either arbitrary RDF or an ontology in the OWL EL profile, and generate random
inputs based on these constraint grammars for two different studies.

RDF-TTL: The first grammar generates arbitrary RDF graphs in Turtle syn-
tax, which we use to find bugs in the frontend (parser and selected methods)
of the often used OWL-API [47] and Apache Jena [31]. Here, we use as test
oracle the generic oracle whether the application crashes with an exception.

OWL EL: The second grammar generates ontologies in the OWL EL profile,
which we use to find bugs in the EL reasoners bundled with the Protege
editor [68]: HermiT [35], Pellet [89], and ELK [59]. Here, we use differential
testing [90]: The ontology is analyzed by all reasoner tools, which must re-
turn the same result. If the reasoners do not agree, we investigate manually
whether the disagreement is due to a completeness or soundness issue.

Even in the absence of precise testing oracles, we found bugs in all considered
tools, as well as imprecisions in error reports and the RDF-Turtle standard; these
bugs have been reported and partially fixed by the respective maintainers. Our
results demonstrate that language-based testing can already be used to increase
and investigate the quality and reliability of software for KGs.

We hope that this study will contribute to increase the software quality
of both existing and newly developed tools. To this end, we discuss both our
findings in light on the specifics of the field, and give actionable insights for
further studies. To summarize, our main contributions are (1) the first systematic
study on finding bugs in KG applications based on language-based testing, (2) a
documentation of several found bugs in mature applications operating on RDF
and OWL, and (3) two input grammars for further studies and (4) actionable
insights for improving the reliability of KG applications.

Paper overview. This paper is structured as follows. Section 2 discusses related
work, background on testing, and introduces the used ISLa tool [93], Section 3
gives two examples for input grammars and test oracles. Section 4 reports on
the found bugs, Section 5 discusses our findings and Section 6 concludes.
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2 Background

2.1 Fuzzing: Breaking Things With Random Inputs

Testing is concerned with running a program with a test input and examining
the program’s behavior. If the program does not behave as expected, you have
discovered a bug. The hidden challenges in this simple principle are: (1) How do
we find test inputs that effectively trigger bugs? and (2) How do we tell whether a
behavior is expected? The first of these problems is the test generation problem.
The second is the oracle problem. Let us take a look at test input generation.
What is so difficult about that? At first sight, not much, really. If you do not
want to generate test inputs by hand, you can use fully random inputs. This was
exactly the idea behind the very first fuzzer by Miller et al. [66].

Miller and his team managed to crash roughly every third tested application,
including tools like Emacs and the c-shell. This tremendous success does not
mark the end of research on input generation. The problems Miller et al. discov-
ered were relatively shallow—adding serious input validation would fix them. To
find more complex bugs, we need test data that reaches deeply into the struc-
tures of a program. For example, to crash the program if x == 17: fail(), one
needs to hit 1 out of 264 Integers on a 64-bit system. Since Miller’s days, fuzzing
evolved. The most “heavyweight” successors are symbolic execution-based white
box fuzzers [15, 36, 37, 86]. These fuzzers collect conditions along the path trig-
gered by an input. By negating one of these conditions and using constraint
solvers, they come up with an input following a different path. These fuzzers
are incredibly powerful—which makes them incredibly difficult to build in a way
that scales. The most popular approach these days follows a pragmatic middle
way. Coverage-based evolutionary fuzzing [11,30] obtains “gray box” information
from the tested program: Not detailed conditions, but some kind of coverage in-
formation. For example, code lines. These fuzzers mutate inputs they have seen
before and retain those that cover new code.

Both black and gray box approaches suffer from a problem that their white
box competition gracefully avoids: That of fuzz blockers [32]. To not crash the
program if x != 17: fail() ... by reaching the first fail(), we again must hit
1 out of 264 values for x. To meaningfully continue fuzzing, the fuzz blocker
fail() must be fixed first. Otherwise, our fuzzing campaign cannot progress.

The second challenge in automated software testing is that we must distin-
guish successful from failing program runs—automatically. We call a procedure
that performs this task a test oracle. Fuzzing usually relies on a very simple type
of oracle. That a program crashes or seemingly fails to terminate while your
computer’s fans crank up is “obviously” bad.

Barr et al. [7] distinguish three categories of oracles. This “crash oracle” com-
mon in fuzzing is an example of an implicit test oracle that relies on general,
implicit knowledge. Everyone who has written a unit test preceded by asser-
tions, has used specified test oracles. The third category consists of derived test
oracles; for example, differential testing [90] uses a different program that should
behave the same as the program-under-test. While this requires to have two pro-
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grams with the same functionality, it is commonly used by companies operating
in safety-critical domains: They implement twin systems following the informal
specification of the main system. However, those twins are implemented by dif-
ferent teams and in different technologies. If the original and the twin system
behave differently, this is a failure. Finally, metamorphic oracles [19]—another
kind of derived oracle—exploit properties of the tested program’s domain. Com-
mutativity of addition is such a property in the domain of a calculator. If a
different results for a+ b and b+ a are returned, that is a bug.

2.2 Language-Based Testing with ISLa

One major challenge for fuzzers when it comes to complex tools such as compilers
or solvers, is to generate structured input—feeding randomly generating strings
to a parser will not result in a deep penetration of the program. The same holds
for programs operating on knowledge graphs and ontologies, such as reasoners.

For this reason, there are numerous fine-grained variations of the general
theme of black, gray, and white box fuzzers. Hybrid fuzzers [95, 110], for exam-
ple, combine white and gray box approaches to perform well while still reaching
well-guarded program parts. In this paper, we use a particular breed of black box
fuzzer: a specification-based input generator. Like Miller et al., we treat the pro-
gram as a black box. However, we exploit knowledge about the input language of
a program to generate meaningful input. Specification-based testing optimizes
input space coverage, assuming that this measure is correlated to code cover-
age [41]. The advantage of this method over white box methods is that it does
not require complex instrumentation and constraint solving. On the other hand,
evolutionary fuzzers frequently fail to reach program paths guarded by complex
constraints (which motivated hybrid fuzzing). If we solve these constraints at the
specification level, we can bypass this difficulty—and still find complex bugs.

A popular approach to specify input languages is to use context-free gram-
mars (CFGs). [44,46,78] While CFGs have a formal methods background, they
don’t scare away mainstream programmers. Parser generators such as ANTLR
and language descriptions in RFCs are all based on CFGs. A CFG-based fuzzer
iteratively expands the start nonterminal symbol <start> of a CFG by picking a
random expansion rule. This process stops when only terminal symbols that can-
not be further expanded are left. For an arithmetic expression grammar, <start>
might first become <expr> + <expr>, then (<expr> ∗ <expr>) + <num>, etc., until
finally resulting in a terminal expression like (2 ∗ (3 − 1)) + 4.

Grammars are a beautifully simple formalism for specification-based fuzzing.
However, beauty and simplicity never come for free. Imagine you want to test a
C compiler with a CFG for C programs. Most of your C programs will result in
an error message like “use of undeclared identifier.” They contain expressions like
int x = y; with a variable y that was not properly declared. You can still test
the compiler’s parser component, but not the more interesting, deeper layers.

ISLa (Input Specification Language) [93, 94] is a specification language and
constraint solver that allows you to refine the language of your CFG with ad-
ditional constraints. In the case of C programs, you might want to add the
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constraint “all identifiers used in an expression occur on the left-hand side of
some previous declaration.” The ISLa language supports “all” and “some” con-
straints over grammar symbols. In ISLa, they are called “forall” and “exists.” An
ISLa constraint for a simple C-like grammar could look as follows:

forall <var > vUse in <expr >: exists <decl > assgn:
( before(decl, vUse) and assgn.<lhs > = vUse )

An ISLa language specification consists of two parts: A syntactic one—the
grammar—and a semantic one—the constraints. The ISLa language-based test-
ing tool takes such a specification and produces inputs of the right structure that
satisfy all the given constraints. In the C example, all variables inside <expr> trees
are guaranteed to be declared in some <decl> tree occurring before. In this paper,
we use ISLa grammars and constraints to specify the RDF Turtle syntax and
the OWL functional syntax.

2.3 Related Work

Testing Graph Databases and Knowledge Graphs. In recent years, several meth-
ods have been proposed to test graph databases, mostly the underlying database
management systems for labeled property graphs [50, 54, 58, 63, 113, 114, 116] or
database management systems for RDF triple stores [108]. We are only aware of
one method that tests applications working with RDF data [55].

All methods generate random graphs as input and most methods do this by
generating random nodes and relations that are later randomly assigned labels.
A few methods generate the random graph by applying a number of random mu-
tations to an initial graph [55,63,116]. Most methods use all randomly generated
knowledge graphs for testing. For systems with long run times, a mechanism to
filter for and only use relevant KGs was proposed in [55].

Concerning the test oracle, most methods aim to identify logic bugs, i.e. bugs
that do not result in any error message. To do so, differential testing [50,113,114]
as well as metamorphic testing [54, 58, 63, 108, 116] are used. Competitions are
also applying differential testing implicitly; in particular, the OWL Reasoner
Evaluation in 2015 [75] reported several bugs in OWL reasoners discovered by
different answers to the same input.

There is no approach to test application and tools for knowledge graphs that
do not rely on the specific structure given by the database management systems.

Knowledge Graph Synthesis. Traditional methods for generating random graphs
are usually based on the Erdős-Rényi model [28] or on the Barabási-Albert
model [1]. Such methods are still used today and are able to generate very
large graphs [17, 73]. However, they lack a representation for the semantics of
the nodes and edges.

There are mainly two approaches to generate random knowledge graphs,
i.e. graphs with semantic labeling: data-driven and schema-driven approaches.
Data-driven approaches use existing data, such as tabular database data [38],
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execution traces [4] or existing reference graphs [20, 80, 84, 104, 109] to generate
new graphs. Some of these approaches use generative neural networks for the
generation [84, 104, 109]. Schema-driven approaches use provided schema infor-
mation to generate graph data that conforms to the specified schema [6,29,102].

While most approaches are domain-independent, some are tailored towards
specific applications, such as social networks [4,76,79] or molecular graphs [84].
We present in our work domain-independent generators.

We are only aware of two existing approaches that generate graphs that
contain not only data but also schema information [51, 77]. Both approaches
limit the type of schema information that can be encoded. In particular, some
features of RDF and OWL are missing, such as data relations and language tags.
Additionally, their set of operators does not represent any defined OWL profile.

To the best of our knowledge, all previous approaches for generating knowl-
edge graphs build the graph structure explicitly; in contrast, our work relies on
the provided grammar for the input format of the knowledge graph.

Testing. There are several areas of automatic test case generation that target
software that share similarities with software for knowledge graphs.

As knowledge graphs are a way to structure data, testing of database man-
agement systems is closely related. While the test cases, i.e. databases, can be
created based on schema information [49] or on provided queries [9, 23], finding
an oracle to evaluate the test runs is a challenge. One of the earliest techniques is
differential testing [90], which remains relevant until today [22,34,57]. In recent
years, metamorphic testing has gained popularity as an alternative [82, 83, 91].
There is some work on generating test cases to maximize coverage [115].

One of the oldest areas where the input of a structured language is required
is compiler testing [18]. Similarly to generating knowledge graphs as test inputs,
it is important to generate test cases with a semantic difference, not only test
cases that are syntactically different. Another similarity is that compilers, like
OWL reasoners, often contain a lot of complex optimizations, which make the
tool faster but can be a source of bugs. Many approaches to compiler testing are
based on the grammar of the input language [12,40,62,78,88,111] but mutation-
based fuzzing is also a common, more recent alternative [25,33,61,69]. Differential
testing is a common way to build the oracle, where there is not only work on com-
paring between different compilers [87, 96], but also between different versions
of the same compiler [42, 96] and between different optimizations of the same
compiler [8,70]. Again, metamorphic testing is a common alternative [60,85,98].

A third area of interest is the fuzzing of SMT solvers. Similar to OWL reason-
ers, these tools perform a logical analysis where trust in the result is absolutely
crucial. They also form the basis of many applications. Fuzzing SMT solvers is
a rather recent field that helped to uncover dozens of bugs in state-of-the-art
solvers, justifying the need for such testing methods. Fuzzing of SMT solvers
is either grammar-based [14, 105] or mutation-based [65]. Again, methods for
differential testing [14,105] and metamorphic testing [65,106] are used.
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3 Testing Knowledge Graph Applications

Classifying Knowledge Graph Applications. There are numerous applications
operating on knowledge graphs and ontologies, and as the concrete testing strat-
egy depends on the program, we distinguish three classes of software. In the
following, we focus on the RDF/OWL technology stack.

Generic Tools: Generic tools take as input any knowledge graph or ontology
as defined by the RDF or OWL standards for input syntaxes. APIs such
as the OWL-API [47] and frameworks such as Apache Jena fall under this
class, including their parsers and generic functions. Similarly, editors such
as Protégé [68] fall under this class.

Specialized Tools: Specialized tools take as input any knowledge graph or on-
tology in an OWL profile or RDF that is defined explicitly and outside the
tool. For example, EL reasoners take as input any ontology in the OWL EL
profile, which is specified as part of the standard. Similarly, knowledge graph
construction tools may assume that the input confirms to a certain vocabu-
lary [21], and SHACL shapes may be employed to enforce this assumption.
Such tools build on generic tools.

Integrated Applications: An integrated application is a program where the
knowledge graph or ontology is not the main input, but an auxiliary input.
Testing integrated applications is most complex for both input generation
and testing oracle. The input is a subset of RDF/OWL that is not explicitly
defined and explicit testing oracles require knowledge of the application.

We conduct two fuzzing campaigns, one for generic tools, one for specialized
tools, namely EL reasoners. For integrated applications, we refer to John et
al. [55], where several case studies illustrate the challenges and possible solutions.

Campaign 1: RDF-TTL. Campaign 1 focuses on generic tools, namely the RDF
Turtle parsers of the OWL-API and Apache Jena, the most widely used open
source tools. As the basis for the ISLa specification, we use the grammar and
restrictions for RDF 1.1 Turtle, which are provided in the corresponding standard
[16, Sec. 6.5]. The campaign uses the implicit crash oracle to check whether we
can crash the parser.

Campaign 2: OWL EL. Campaign 2 focuses on specialized tools, namely the
three EL reasoners bundled with Protégé, which is the most widely used editor:
HermiT [35], ELK [59] and Pellet [89]. EL reasoners are assumed to be stable [74],
so we assume that less blocking bugs will occur by restricting the input ontologies
to the OWL EL profile. As input, we generate random ontologies in the OWL
EL profile, using the functional syntax of OWL, and with a restricted number of
IRIs. As the basis for the ISLa specification, we use the grammar for ontologies in
the OWL EL profile, which is provided in the corresponding standard [48, Sec. 2,
Sec. 6]. Figure 1 shows a simplified excerpt of the grammar that we provided to
ISLa. We included all non-terminals described in the grammar from the standard
and thus are able to produce all structures of ontologies in the OWL EL profile.
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<ontology> ::= "Ontology (" <declarations> " " <axioms> ")"
<axioms> ::= <axiom> | <axiom> "\n" <axioms>
<axiom> ::= <classAxiom> | <assertion> | <dataTypeDefinition> | [...]
<classAxiom> ::= <subClassOf> | <equivClasses> | <disjointClasses> | [...]
<equivClasses> ::= "EquivalentClasses(" <classExpr> " " <classExpr> ")"
<classExpr> ::= <Class> | <objectOneOf> | <dataHasValue> | [...]
<objectOneOf> ::= "ObjectOneOf(" <Individual> ")"
<dataHasValue> ::= "DataHasValue(" <ObjectProperty> " " <literal> ")"
<literal> ::= <typedLiteral> | <stringNoLang> | <stringWithLang>
<stringNoLang> ::= <QuotedString>
<stringWithLang> ::= <QuotedString> <LanguageTag>

Fig. 1. Excerpt from the grammar for our RDF-TTL campaign.

We employ two differential testing oracles: (1) we ask all reasoners to check the
input for consistency, and (2) we ask all reasoners to derive all possible axioms
and check whether they derive the same.

If any of the reasoners answers differently, we investigate manually which
answer is wrong. As an additional target, we also use the ontology as input to
the classifier of the OWL-API to check whether the API correctly detects that
it is in the OWL EL profile.

4 Application

In the following, we describe the two testing campaigns in detail. The test case
generators for the two testing campaigns are implemented based on ISLa. The
oracle for both campaigns, which calls the different system-under-test and logs
anomalies, is implemented using Java. The implementation, including the ISLa
grammars and constraints, the test cases, logged anomalies and produced bug
reports, is available online [56]. During the setup of the testing pipeline, we run
the initial experiments on a personal computer with an Intel i7-1165G7 CPU
@ 2.80GHz running Ubuntu 22.04 with a RAM limit of 8GB. The main test
runs are performed on a server with an Intel Xeon Gold 6240 CPU @ 2.60GHz
running Ubuntu 22.04 with a RAM limit of 4GB.

4.1 RDF-TTL Testing Campaign

Test Case Generator. To set up the test case generator for the RDF 1.1 Turtle
file format [16], we slightly modify the grammar: First, we exclude SPARQL-
style prefix definitions, as this triggers an already known bug [72, issue 1149],
which would be a blocking bug. Secondly, we restrict the grammar to use a fixed
set of literals, i.e. IRIs, numbers, strings, blank node labels, language tags and
prefixes. This is to enforce that the same symbols are used in several axioms,
as ISLa otherwise generates inputs where each symbol is used once. Thirdly, we

https://github.com/owlcs/owlapi/issues/1149


Language-Based Testing for Knowledge Graphs 9

modify the starting rule to generate at least ten statements and add all prefix
definitions in the beginning. This is to avoid a discovered issue during initial
testing (see below).

Systems-under-Test and Procedure. We test the Turtle parser of the OWL-API
(version 5.5.0) and the Turtle parser of Apache Jena (version 5.1.0). We use the
most recent versions of the tools at the time when the testing started. Already
while specifying the grammar, we identified an imprecision in the current RDF
Turtle standard that impacted the design of our test case generator. Initial test-
ing of the setup on a laptop revealed five issues, and we subsequently restricted
the grammar to not use the features that trigger some found anomalies. Finally,
we performed the main test run for 24 hours, producing and evaluating 27,665
test cases. This larger test run did not reveal additional anomalies. Thus, we
found anomalies resulting in five bug reports.

4.2 OWL EL Testing Campaign

Test Case Generator. We make similar adjustments to the grammar as before.
Firstly, we again restrict the grammar to use four different names for classes,
individuals, simple object properties, potentially non-simple object properties,
data properties, predefined data types, custom data types, language tags, strings,
annotation properties and annotation values, respectively. Secondly, the gram-
mar is modified to encode some of the constraints on the EL profile that are not
contained in the original grammar, e.g., the restrictions on complex roles and
the restriction on the minimal number of arguments for HasKey axioms. Initial
testing showed that the encoding in the grammar leads to faster generation times
than providing the constraints to ISLa. We do not encode all of the constraints,
namely that cyclic definitions of properties are forbidden and the global restric-
tions on the EL profile [48]. Thus, we also generated test cases that are not in
OWL EL, which the profile checker and reasoners are expected to reject.

Systems under Test. We test the reasoners HermiT (v.1.4.5.519), Pellet/Openllet
(v.2.6.5), ELK (v.0.6.0) and the EL-profile checker of the OWL-API (v.5.5.0).
We use the most recent versions of the tools at the time when the testing started.
We test two capabilities: checking the consistency of an ontology, and inferring
all axioms of the following types: SubClass, DisjointClasses, EquivalentClasses,
ClassAssertion, PropertyAssertion, SubObjectProp, SubDataProp, Equivalent-
ObjectProp, EquivalentDataProp, as well as characteristics of object and data
properties, e.g. functionaliy or symmetry. As the ELK reasoner does not support
the inference of all of these types of axioms, the oracle checks if the inferred
axioms of ELK are a subset of the axioms inferred by the other reasoners.

Test Procedure. Initial test runs already revealed some anomalies and for the
main test run, the oracle for the EL-profile checker is adjusted to not identify
the same anomalies again. The main test run was performed for 10 hours, pro-
ducing and evaluating 1,557 test cases. Out of those, 516 test cases contain at
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Fig. 2. Classification of 576 found anomalies. Legend: * = result of this tool is outlier,
= anomaly is not a bug but due to limitations of the tools, italic labels = IDs from

Table 2 for bug in this class.

least one anomaly. The test cases are manually classified according to which
tools’ output does not conform to the output of the other tools and patterns in
the anomalies.Because of the high number of anomalies, not all anomalies were
investigated individually, instead we examined at least one test case in each class.

Some classes turn out to not be bugs of the reasoners but rather mirror
specific reasoning limitations of the reasoners. We do not examine unclassified
anomalies with very different behavior of the tools as this indicates the occur-
rence of several anomalies at the same time, which we already examine indi-
vidually in other classes. While investigating the anomalies, the input files are
simplified, i.e. axioms and parts of axioms that do not affect the result are re-
moved. Classes, individuals and properties are renamed to make the files easier
to understand. This last step can be seen as a form of metamorphic testing and
indeed revealed one of the bugs, which is discussed in detail in Section 4.3.

Found Anomalies. The initial test runs revealed eight anomalies in Openllet,
Hermit and the EL-profile checker. The main test run resulted in 16 classes con-
taining 576 anomalies. Out of those, 420 are proper anomalies, i.e. anomalies not
resulting from tool limitations. An overview of the classification of the anomalies
is depicted in Figure 2. Investigating representatives of the different classes of
anomalies lead to 15 newly discovered bugs in total.

4.3 Found Bugs

Overall, our testing methodology revealed 21 previously unknown bugs. Tables 1
and 2 provide an overview of these bugs. We found bugs in all systems that we
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Table 1. All bugs found in the RDF-TTL campaign. The issueIds refer to the corre-
sponding trackers for the OWL-API [72], Apache Jena [53] and RDF [81] Legend: S =
Soundness, D = Documentation, ◦ = confirmed, but not fixed. Only bug A4 is logical.

Tool/Std. ID IssueId Type Fixed? Summary

OWL-API
A4 1155 S Value for empty prefix set without definition
A5 1151 S ◦ Empty list not always parsed correctly
A6 1152 D ✓ Raised warning too unspecific

Apache Jena J1 2715 S ✓ Parsing some floating point numbers fails

RDF 1.1/1.2 R1 59 D ✓ Placing of prefix definitions not restricted

tested. In particular, all tested reasoners contain at least one of the found bugs.
We reported the bugs in 16 issues in the repositories of the tested tools, except
for HermiT where no bug tracker is publicly available. The detailed reports
for those bugs (as well as all other bugs) can be found in our supplementary
material [56]. One interesting observation is that most of the found bugs are
logical bugs, i.e. bugs that do not lead to any exception or warning but the
computed result is incorrect. Logical bugs are particularly important to find, as
there is no indication of their presence for users of the tools. To illustrate the
kinds of bugs we found, we discuss a few different classes of bugs using examples.

Imprecision of Standard. One bug (R1 in Table 1) was already discovered when
formalizing the grammar and constraints of the Turtle format. It is an under-
specification of the RDF 1.1 Turtle Standard that was also present in the working
draft for RDF 1.2 Turtle [101] at the time we performed the testing. The stan-
dard does not define whether used prefixes have to be defined before they are
used: It states that the prefix has to be defined outside its use, instead of before.
Due to our report, the working draft for RDF 1.2 Turtle has been clarified and
such input files are not allowed [100].

Parsing Files. Six of the discovered bugs occur in the tested parsers. One exam-
ple is shown in Figure 3 (1), which corresponds to A5 in Table 1. The file can not
be parsed due to the second line, which contains an empty relation for <iri1>.
Instead, an exception is thrown. A second example is shown in Figure 3 (2),
which corresponds to J1 in Table 1. The file can not be parsed by Apache Jena:
The combination of a sign followed by a dot, without having a leading zero,
is allowed according to the standard but could not be parsed by Apache Jena.
Instead, an exception is thrown.

Parser-related bugs were also found in the EL-checker of the OWL-API:
While the OWL EL profile allows the use of language tags, the parser combines
strings and attached language tags into one objects of type rdfs:langString. The
EL-check subsequently rejects the ontology because of the presence of this data
type, effectively forbidding the use of language tags.

https://github.com/owlcs/owlapi/issues/1155
https://github.com/owlcs/owlapi/issues/1151
https://github.com/owlcs/owlapi/issues/1152
https://github.com/apache/jena/issues/2715
https://github.com/w3c/rdf-turtle/issues/59
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Table 2. Bugs from the OWL EL campaign. ID refers to labels in Fig. 2. IssueId
refers to the corresponding issue trackers [27,71,72]. The bugs for HermiT can be found
in our supplementary material [56]. O1, H1, H2, A1, A2 and A3 were discovered during
initial testing (see Fig. 2). All but O6 and H6 are logical bugs. Legend: S = Soundness,
SC = Soundness (consistency), SI = Soundness (inference), C = Completeness, D =
Documentation, E = Exception.

Tool ID IssueId Task Type Summary

Pellet

O1 85 Reasoner SC Equivalence to bottom property is missing
when range of property is empty

O2 87 Reasoner SI Incorrectly infers asymmetry of property
from a single triple

O3 88 Reasoner SI Incorrect equivalence with bottom class
O4 89 Reasoner S Renaming of variables leads to change in

consistency check
O5 90 Reasoner SC Ignores language tags when checking for

equivalence of literals
O6 91 Reasoner E Null-pointer exception on invocation
O7 92 Reasoner SI Incorrectly infers irreflexivity of property

from single triple

ELK E1 71 Reasoner SC Ignores language tags when considering
equivalence of literals.

HermiT

H1 — Reasoner C Missing owl:Thing class assertion of de-
clared individual when no class is declared

H2 — Reasoner D Warning about malformed input missing
and computed result has SI issue

H3 — Reasoner C Functionality of property missing when
property range is a singleton

H4 — Reasoner SI Incorrect sub-object-property relation
caused by unrelated subclass axiom

H5 — Reasoner C Data-property assertion missing when us-
ing singleton in equivalent-classes axiom

H6 — Reasoner E Exception when using only rdfs:Literal in
data-type intersection

OWL-API
A1 1158 Parser S Forbidden data type is wrongly detected

because of incorrect parsing of string with
language tag as rdfs:langString

A2 1159 Parser D Too few arguments are detected because
the list of arguments is interpreted as set

A3 1160 EL-Checker S Defining new data type is incorrectly
marked as violation (only use is forbidden)

Consistency. Four bugs are cases where the reasoners do not correctly assess the
consistency of the ontology. We found three such bugs in Pellet/Openllet and
one in ELK. The latter (E1 in Table 2) is shown in Figure 4. The ontology is
wrongly classified as inconsistent by ELK: The root cause for the bug is again an

https://github.com/Galigator/openllet/issues/85
https://github.com/Galigator/openllet/issues/87
https://github.com/Galigator/openllet/issues/88
https://github.com/Galigator/openllet/issues/89
https://github.com/Galigator/openllet/issues/90
https://github.com/Galigator/openllet/issues/91
https://github.com/Galigator/openllet/issues/92
https://github.com/liveontologies/elk-reasoner/issues/71
https://github.com/owlcs/owlapi/issues/1158
https://github.com/owlcs/owlapi/issues/1159
https://github.com/owlcs/owlapi/issues/1160
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<iri1> <iri2> <iri3> ; ; .

(bug A5 )

<iri1> <iri2> +.7 .

(bug J1 )

Fig. 3. Turtle files that trigger bugs in parsers: (A5 ) OWL-API, (J1 ) Apache Jena

Prefix(:=<http://www.example.org/reasonerTester#>)
Ontology (

Declaration(Class(:B)) Declaration(Class(:A))
Declaration(DataProperty(:dr)) Declaration(NamedIndividual(:a))
EquivalentClasses( DataHasValue(:dr "s1"@fr) :A :B )
DisjointClasses( DataHasValue(:dr "s1"@en) :A )
ClassAssertion(:B :a))

Fig. 4. Consistency bug in ELK (bug E1 )

insufficient treatment of the language tags. ELK treats the two strings "s1"@fr
and "s1"@en as the same entity, even though they must be treated as different
literals. This leads to the incorrect inference that :B is an empty class and, due
to the class assertion ClassAssertion(:B :a), that the ontology is inconsistent.

One consistency bug for Openllet/Pellet (O5 ) is shown in Figure 5. The
ontology contains a functional data property :dp. Hence, the intersection of the
two classes described with DataHasValue is empty and therefore both cannot be
equivalent to owl:Thing. Despite this, Openllet classifies the ontology incorrectly
as consistent. The consistency assessment is correct, if one removes the language
tag @en. Therefore, this bug is also due to incorrect handling of language tags.

Soundness of Inference. Five of the bugs are cases where the reasoners infer ax-
ioms that are not entailed by the ontology. These bugs were found in HermiT and
Pellet/Openllet. Figure 6 shows one occurrence of such a bug for Pellet/Openl-
let, which corresponds to O4 in Table 2. The ontology contains only one axiom
and declares an individual :a that is not mentioned in the axiom. Nevertheless,
it is inferred that the axiom ClassAssertion(:C :a) is entailed by the ontology.
Interestingly, changing the name of the declared class, the individuals or the
properties leads to a correct inference, i.e., the bug disappears. We see this puz-
zling behavior of Pellet/Openllet for several different inputs, some of which lead
to an incorrect consistency assessment.

Prefix(:=<http://www.example.org/reasonerTester#>)
Ontology (

Declaration(DataProperty(:dp)) FunctionalDataProperty(:dp)
EquivalentClasses(owl:Thing DataHasValue(:dp "s1"@en) DataHasValue(:dp "s2")))

Fig. 5. Consistency bug in Pellet/Openllet (bug O5 )
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Prefix(:=<http://www.example.org/reasonerTester#>)
Ontology (

Declaration(Class(:C)) Declaration(ObjectProperty(:qsim))
Declaration(NamedIndividual(:a)) Declaration(NamedIndividual(:d))
EquivalentClasses( ObjectHasSelf(:qsim) ObjectOneOf(:d) :C ))

Fig. 6. Inference/soundness bug in Pellet/Openllet (bug O4 )

Prefix(:=<http://www.example.org/reasonerTester#>)
Ontology (

Declaration(DataProperty(:dp)) Declaration(NamedIndividual(:a))
EquivalentClasses( ObjectOneOf(:a) DataHasValue(:dp "data") ))

Fig. 7. Inference bug: completeness bug in HermiT (bug H5 )

Completeness of Inference. Three of the bugs are cases where the reasoners do
not infer an axiom although it is entailed by the ontology. All these bugs were
found in HermiT. Figure 7 shows one input, which corresponds to H5 in Table 2.
The ontology defines a data property :dp and an individual :a. Furthermore,
two classes are the same: (i) the class containing only the individual :a and
(ii) the class of individuals occurring as the subject in an assertion with the
data property :dp and the object "data". One can therefore infer the assertion
DataPropertyAssertion(:dp :a "data") from the ontology. However, HermiT does
not infer the axiom when asked to compute all inferred assertions.

5 Discussion

Effects in Bug Finding. As to be expected, we found bugs in parts of the gram-
mars which are less often used in general, in particular language tags. However,
it was not expected that several issues are related to different interpretations of
the standard (cf. R1 ) or are part of the field folklore but are not documented in
an obvious place (cf. A2 the issue that the grammar defines arguments as lists
of parameters, but the parser silently converts them into a set).

Several issues were related to documentation, where the error report was due
to incorrect usage of the tool, but did not point out what exactly the problem is
(cf. H6 ). In fact, unclear error messages are a common problem that goes deeper
than wording, but also touches on exposure of concepts [99], and we see these
results as a first indication that this is also the case for knowledge graphs.

One might assume that unsound inferences would always lead to wrong con-
sistency classifications, but changing the input to detect such a consistency bug
failed for HermiT. When we added axioms to achieve inconsistency, the set of
inferred axioms did indeed become inconsistent, but when asked for consistency
of the ontology the result was still correct. We did succeed constructing a consis-
tency bug for ELK (E1 ) from an unsound inference. This indicates that further
testing efforts for reasoners will require more in-depth knowledge about internals.
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Limitations. While we discovered bugs in all involved tools, and uncovered an
imprecision in the RDF-TTL 1.1 standard, our work does not give an overview
over the state of software quality for knowledge graphs or ontologies. Neither did
we consider commercial tools or conducted a systematic approach to selection of
the tested software, nor did we cover all functions of the tools that we selected.
Similarly, the oracles are kept simple. Our aim is to demonstrate that software
quality in applications on knowledge graphs and ontologies can be improved
using automated testing with acceptable effort to do so, and the found bugs and
ease of setup confirm that this is indeed the case.

Actionable Insights. The first insight gained from our study is that automated
testing with derived oracles can be setup with little effort, thus increasing the
quality of the tools in knowledge graph and ontology research. For the generic
and specialized tool classes, grammars are reusable; for example, any tool op-
erating on EL ontologies can build on the grammar and constraints presented
here. Implicit oracles do not require any setup, and differential testing is easily
applicable whenever a new software is evaluated against other tools. Thus, even
academic software, often suffering from quality and maintenance problems, can
be improved without much training in testing or software development. Further-
more, we see a great potential in metamorphic testing, especially for reasoners.
As one of the bugs above witnesses, renaming variables can lead to differences
in the classification, but closure under renaming of variables or reordering of
axioms is a property that should be assumed for any reasoner.

The second insight is that fuzzing can be used to increase the overall quality
of software in the field, thus increasing the confidence in the tools and avoiding
compromising the results of studies that build on them. For specialized applica-
tions and specified test oracles, developers must be involved, but such campaigns
can be conducted by others to lessen the load of work on the developers.

6 Conclusion

Software reliability, or software quality in general, is an underestimated and
underappreciated factor when it comes to knowledge graphs, yet reliability is
critical for the acceptance of this technology. This work is the first systematic
bug finding study for this class of software and reports on bugs in all consid-
ered tools and imprecisions in standards and documentation. This demonstrates
that automated testing has reached a state where it can be applied to graph
data. Based on our actionable insights and discussion of the specific challenges
of bugs in presence of reasoning, we hope that the quality of the software tai-
lored to handling ontologies and knowledge graphs can be increased. For future
work, it remains to investigate further testing techniques, in particular greybox
fuzzing [10] and other approaches that are building on coverage to estimate how
much of the program has been already tested.

Acknowledgments. This work was partially supported by the EU projects REMARO
(956200) and SM4RTENANCE (101123490).
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